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(57) ABSTRACT

A computer processor is provided with a plurality of func-
tional units that performs operations specified by the at least
one instruction over the multiple machine cycles, wherein
the operations produce result operands. The processor also
includes circuitry that generates result tags dynamically
according to the number of operations that produce result
operands in a given machine cycle. A bypass network is
configured to provide data paths for transfer of operand data
between the plurality of functional units according to the
result tags.
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1
COMPUTER PROCESSOR EMPLOYING
BYPASS NETWORK USING RESULT TAGS
FOR ROUTING RESULT OPERANDS

CROSS-REFERENCE TO RELATED
APPLICATIONS

The present disclosure claims priority from U.S. Provi-
sional Patent Appl. No. 61/890,891, filed on Oct. 15, 2013,
entitled “Cache Support for a Computer Processor,” herein
incorporated by reference in its entirety.

BACKGROUND
1. Field
The present disclosure relates to computer processing
systems.

2. State of the Art

A computer processor (and the program which it
executes) performs operations (such as ADD, MULTIPLY,
etc.) that transforms source data (argument operands) into
result data (result operands). Operations can accept one or
more arguments and yield one or more results. Operations
are encoded by instructions. Each instruction can encode
one or several operations. The result operands of operations
in a particular instruction can be selectable as argument
operands by one or more operations in following instruc-
tions. In modern computer processors, a bypass network
routes result operands produced by the execution of one or
more preceding instructions to the appropriate inputs of the
functional units of the processor for use as argument inputs
in subsequent operations performed by the functional units.

SUMMARY OF THE INVENTION

This summary is provided to introduce a selection of
concepts that are further described below in the detailed
description. This summary is not intended to identify key or
essential features of the claimed subject matter, nor is it
intended to be used as an aid in limiting the scope of the
claimed subject matter.

Tlustrative embodiments of the present disclosure are
directed to a computer processor with a plurality of func-
tional units that performs operations specified by the at least
one instruction over the multiple machine cycles, wherein
the operations produce result operands. The computer pro-
cessor also includes circuitry that generates result tags
dynamically according to the number of operations that
produce result operands in a given machine cycle. A bypass
network that provides data paths for transfer of result
operands between the plurality of functional units according
to said result tags.

Additional features of the bypass network are disclosed.

BRIEF DESCRIPTION OF THE DRAWINGS

FIG. 1 is a schematic block diagram of a computer
processing system according to an embodiment of the pres-
ent disclosure.

FIG. 2 is a schematic diagram of exemplary pipeline of
processing stages that can be embodiment by the computer
processor of FIG. 1.

FIG. 3 is schematic illustration of components that can be
part of the execution logic of the computer processor of FIG.
1 according to an embodiment of the present disclosure.
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2

FIG. 4 is schematic illustration of a bypass network as
part of the execution logic of the computer processor of FIG.
1 according to an exemplary embodiment of the present
disclosure.

DETAILED DESCRIPTION OF THE
PREFERRED EMBODIMENTS

Tustrative embodiments of the disclosed subject matter
of the application are described below. In the interest of
clarity, not all features of an actual implementation are
described in this specification. It will of course be appreci-
ated that in the development of any such actual embodiment,
numerous implementation-specific decisions must be made
to achieve the developer’s specific goals, such as compli-
ance with system-related and business-related constraints,
which will vary from one implementation to another. More-
over, it will be appreciated that such a development effort
might be complex and time-consuming but would neverthe-
less be a routine undertaking for those of ordinary skill in the
art having the benefit of this disclosure.

As used herein, the term “operation” is a unit of execu-
tion, such as an individual add, load, store or branch
operation.

The term “instruction” is a unit of logical encoding
including zero or more operations. For the case where an
instruction includes multiple operations, the multiple opera-
tions are semantically performed together.

The term “hierarchical memory system” is a computer
memory system storing instructions and operand data for
access by a processor in executing a program where the
memory is logically organized in a hierarchical arrangement
of'levels of memory with increasing access latency from the
top level of memory closest to the processor to the bottom
level of memory furthest away from the processor.

The term “cache line” or “cache block” is a unit of
memory that is accessed by a computer processor. The cache
line includes a number of bytes (typically 4 to 128 bytes).

In accordance with the present disclosure, a sequence of
instructions is stored in a hierarchical memory system 101
and processed by a CPU (or Core) 102 as shown in the
exemplary embodiment of FIG. 1. The CPU (or Core) 102
includes a number of instruction processing stages including
at least one instruction fetch unit (one shown as 103), at least
one instruction buffer or queue (one shown as 105), at least
one decode stage (one shown as 107) and execution logic
109 that are arranged in a pipeline manner as shown. The
CPU (or Core) 102 also includes at least one program
counter (one shown as 111), at least one L1 instruction cache
(one shown as 113), an [.1 data cache 115 and a shared
instruction/data L2 Cache 117.

The L1 instruction cache 113, the L1 data cache 115 and
the [.2 cache are logically part of the hierarchical memory
system 101. The L1 instruction cache 113 is a cache memory
that stores copies of instruction portions stored in the
memory system 101 in order to reduce the latency (i.e., the
average time) for accessing the instruction portions stored in
the memory system 101. In order to reduce such latency, the
L1 instruction cache 113 can take advantage of two types of
memory localities, including temporal locality (meaning that
the same instruction will often be accessed again soon) and
spatial locality (meaning that the next memory access for
instructions is often very close to the last memory access or
recent memory accesses for instructions). The L1 instruction
cache 113 can be organized as a set-associative cache
structure, a fully associative cache structure, or a direct
mapped cache structure as is well known in the art. Simi-
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larly, the L1 data cache 115 is a cache memory that stores
copies of operands stored in the memory system 101 in order
to reduce the latency (i.e., the average time) for accessing
the operands stored in the memory system 101. In order to
reduce such latency, the [.1 data cache 115 can take advan-
tage of two types of memory localities, including temporal
locality (meaning that the same operand will often be
accessed again soon) and spatial locality (meaning that the
next memory access for operands is often very close to the
last memory access or recent memory accesses for oper-
ands). The L1 data cache 115 can be organized as a set-
associative cache structure, a fully associative cache struc-
ture, or a direct mapped cache structure as is well known in
the art. The shared L2 Cache 117 stores both instructions and
data. The .2 cache 117 can be organized as a set-associative
cache structure, a fully associative cache structure, or a
direct mapped cache structure as is well known in the art.
The hierarchy of the memory system 201 can also include
additional levels of cache memory, such as a level 3 cache,
as well as main memory. One or more of these additional
levels of the cache memory can be integrated with the CPU
102 as is well known. The details of the organization of the
memory hierarchy are not particularly relevant to the present
disclosure and thus are omitted from the figures of the
present disclosure for sake of simplicity.

The program counter 111 stores the memory address for
a particular instruction and thus indicates where the instruc-
tion processing stages are in processing the sequence of
instructions. The memory address stored in the program
counter 111 can be used to control the fetching of the
instructions by the instruction fetch unit 103. Specifically,
the program counter 111 can store the memory address for
the instruction to fetch. This memory address can be derived
from a predicted (or resolved) target address of a control-
flow operation (branch or CALL operation), the saved
address in the case of a RETURN operation, or the sum of
memory address of the previous instruction and the length of
previous instruction. The memory address stored in the
program counter 111 can be logically partitioned into a
number of high-order bits representing a cache line address
($ Cache Line) and a number of low-order bits representing
a byte offset within the cache line for the instruction.

The instruction fetch unit 103, when activated, sends a
request to the L1 instruction cache 113 to fetch a cache line
from the L1 instruction cache 113 at a specified cache line
address ($ Cache Line). This cache line address can be
derived from the high-order bits of the program counter 111.
The L1 instruction cache 113 services this request (possibly
accessing lower levels of the memory system 101 if missed
in the L1 instruction cache 113), and supplies the requested
cache line to the instruction fetch unit 103. The instruction
fetch unit 103 passes the cache line returned from the .1
instruction cache 113 to the instruction buffer 105 for storage
therein.

The decode stage 107 is configured to decode one or more
instructions stored in the instruction buffer 105. Such decod-
ing generally involves parsing and decoding the bits of the
instruction to determine the type of operation(s) encoded by
the instruction and generate control signals required for
execution of the operation(s) encoded by the instruction by
the execution logic 109.

The execution logic 109 utilizes the results of the decode
stage 107 to execute the operation(s) encoded by the instruc-
tions. The execution logic 109 can send a load request to the
L1 data cache 115 to fetch data from the [.1 data cache 115
at a specified memory address. The [.1 data cache 115
services this load request (possibly accessing the [.2 cache
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117 and lower levels of the memory system 101 if missed in
the L1 data cache 115), and supplies the requested data to the
execution logic 109. The execution logic 109 can also send
a store request to the L1 data cache 115 to store data into the
memory system at a specified address. The .1 data cache
115 services this store request by storing such data at the
specified address (which possibly involves overwriting data
stored by the data cache and lowering the stored data to the
L2 Cache 117 and lower levels of the hierarchical memory
system).

The instruction processing stages of the CPU (or Core)
102 can achieve high performance by processing each
instruction and its associated operation(s) as a sequence of
stages each being executable in parallel with the other
stages. Such a technique is called “pipelining.” An instruc-
tion and its associated operation(s) can be processed in five
stages, namely, fetch, decode, issue, execute and retire as
shown in FIG. 2.

In the fetch stage, the instruction fetch unit 103 sends a
request to the L1 instruction cache 113 to fetch a cache line
from the L1 instruction cache 113 at a specified cache line
address ($ Cache Line). The instruction fetch unit 103 passes
the cache line returned from the L1 instruction cache 113 to
the instruction buffer 105 for storage therein.

The decode stage 107 decodes one or more instructions
stored in the instruction buffer 107. Such decoding generally
involves parsing and decoding the bits of the instruction to
determine the type of operation(s) encoded by the instruc-
tion and generating control signals required for execution of
the operation(s) encoded by the instruction by the execution
logic 109.

In the issue stage, one or more operations as decoded by
the decode stage are issued to the execution logic 109 and
begin execution.

In the execute stage, issued operations are executed by the
functional units of the execution logic 109 of the CPU/Core
102.

In the retire stage, the results of one or more operations
produced by the execution logic 109 are stored by the
CPU/Core 102 as transient result operands for use by one or
more other operations in subsequent issue/execute cycles.

The execution logic 109 includes a number of functional
units (FUs) which perform primitive steps such as adding
two numbers, moving data from the CPU proper to and from
locations outside the CPU such as the memory hierarchy,
and holding operands for later use, all as are well known in
the art. Also within the execution logic 109 is a connection
fabric or interconnect network connected to the FUs so that
data produced by a producer (source) FU can be passed to
a consumer (sink) FU for further storage or operations. The
FUs and the interconnect network of the execution/retire
logic 109 are controlled by the executing program to accom-
plish the program aims.

During the execution of an operation by the execution
logic 109 in the execution stage, the functional units can
access and/or consume transient operands that have been
stored by the retire stage of the CPU/Core 102. Note that
some operations take longer to finish execution than others.
The duration of execution, in machine cycles, is the execu-
tion latency of an operation. Thus, the retire stage of an
operation can be latency cycles after the issue stage of the
operation. Note that operations that have issued but not yet
completed execution and retired are “in-flight.” Occasion-
ally, the CPU/Core 102 can stall for a few cycles. Nothing
issues or retires during a stall and in-flight operations remain
in-flight.
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FIG. 3 is a schematic diagram illustrating the architecture
of an illustrative embodiment of the execution logic 109 of
the CPU/Core 102 of FIG. 1 according to the present
disclosure, including a number of functional units 201. The
execution logic 109 also includes a set of operand storage
elements 203 that are operably coupled to the functional
units 201 of the execution logic 109 and configured to store
transient operands that are produced and referenced by the
functional units of the execution logic 109. An interconnect
network 205 provides a physical data path from the operand
storage elements 203 to the functional units that can possibly
consume the operand stored in the operand storage elements.
The interconnect network 205 can also provide the func-
tionality of a bypass routing circuit (directly from a producer
functional unit to a consumer function unit).

FIG. 4 is schematic illustration of a bypass network as
part of the execution logic of the computer processor of FIG.
1 according to an exemplary embodiment of the present
disclosure. More specifically, the execution logic 109
includes a number of functional units (for example, two
show as 401A and 401B that perform operations that trans-
form source data (argument operands) into result data (result
operands). Operations can accept one or more argument
operands as inputs and yield one or more result operands as
output. The execution logic 10 also includes a circuit 403
that is configured to dynamically generate operand result
tags (or result tags) that are associated with the result data
that is produced by the functional units over the machine
cycles of execution of the execution logic 109. The results
tags are numeric values that refer to the result operands
produced by the functional units in executing operations.
Thus, a particular result tag refers to a particular result
operand produced by a functional unit in executing an
operation (or possibly a sequence of operations).

The circuit 403 can dynamically generate operand result
tags and associate (assign) the result tags to particular result
data in a variety of ways. For example, an operand tag can
be a derived single value that stays constant while referring
to the same result data until either the result data or the result
tag is no longer valid. At this time, the operand tag can be
used to refer to different operand result data. In this case,
operand tags can be values that are selected from a set of
possible values that are reused.

In one embodiment, the functional units of the execution
logic 109 can be organized as multiple slots where a single
slot can execute operations of mixed latency while retaining
the ability to issue one of many supported operations each
cycle. As a consequence, it is possible for a single slot to
produce the results of several operations in the same cycle.
For example, if a three-cycle operation is issued in cycle
zero, a two-cycle operation in cycle one, and a one-cycle
operation in cycle two, then all three operations will produce
their results in cycle three. To keep the results from collid-
ing, separate output registers can be provided for each
operation latency present on the slot, and operations employ
data paths to steer their results to the output register appro-
priate for the latency of the operation. In this configuration,
each one of the output registers produces result data for the
given slot result data from the view of the bypass network.
Specifics of this organization are described in U.S. patent
application Ser. No. 14/312,274, filed on Jun. 23, 2014,
herein incorporated by reference in its entirety. In this
embodiment, the slots are assigned numbers and all result
data produced by the slots includes a valid bit that indicates
the corresponding result data is valid output. Each new result
data (result operand) that is produced by the functional units
in a particular machine cycle is assigned a result tag value
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by adding the valid bits for all of the lower numbered slots
and lower latency slot outputs that produce valid result data
during this machine cycle to an initial value (which begins
at zero). In this manner, the result operands that are produced
in a given machine cycle are assigned different result tag
values. For each valid result tag, an increment circuit is
incremented by the number of result operands generated in
each machine cycle to provide the initial value for generat-
ing the values of the operand result tags in the subsequent
machine cycle. The predictable nature of the assignments
allows compiler code generation logic tracking the result tag
values to be similar in nature to a standard register allocation
scheme.

In another embodiment, the circuit 403 can dynamically
generate operand result tags and associate (assign) the result
tags to particular result data by generating unique operand
tag values for each operand produced during a given
machine cycle for a group of result operands. One way this
could be done is by assigning each operand a tag value
starting at zero and incrementing monotonically for each
additional operand that produces result operands during that
same machine cycle.

In yet another embodiment, the circuit 403 can dynami-
cally generate operand result tags and associate (assign) the
result tags to particular result data by generating new unique
operand tag values for each operand it retains in storage.
Result operands that have already been produced the func-
tional units in a given machine cycle can have their result
tags incremented by the number of operands that are sub-
sequently produced in the given machine cycle. If the
operand result tag value is incremented beyond the maxi-
mum result tag value, the operand result tag is no longer
valid.

The circuit 403 also performs routing of the results tag
generated in a given machine cycle to appropriate tag match
mux control circuits 405A and 405B as shown. The operand
tags (each with a valid bit) and the corresponding result data
as produced by the functional units are broadcast together
over the bypass data paths for supply as inputs to the
appropriate functional units (or for storage in an operand
storage element array, such as a register file or belt).

The tag match mux control circuits 405A, 405B are
selector circuits for inputs to a corresponding functional
unit. Each respective tag match mux control circuits 405A,
405B includes a result tag comparator for each result output
that can possibly be carried on the bypass data paths. The
result tag comparator compares the operand result tag value
carried on the bypass data path to the operand tag value to
be selected as forwarded on by the circuit 403. If the output
of the result tag comparator indicates that the operand result
tag value carried on the bypass data path matches the
operand tag value to be selected as forwarded on by the
circuit 403 (possibly the operand result tag value carried on
the bypass data path is signaled to be valid), then the
corresponding result data carried on the bypass data paths is
selected and routed as a valid input to the corresponding
functional unit. This embodiment may or may not require
only one result tag to match the operand tag value to be
selected as forwarded on by the circuit 403. This embodi-
ment may also contain logic to detect that no valid match (or
multiple valid matches) exist between any result tag value
carried on the bypass data paths and the operand tag value
to be selected as forwarded on by the circuit 403 during a
particular machine cycle, and this logic may signal either or
both of these conditions as a fault. The operation of the tag
match mux control circuits 405A, 405B can be used to steer
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result operand to appropriate functional units according to
the execution of the program.

In this manner, the tag match mux control circuits 405A,
405B can be configured to receive from the operation field
of the instruction a result tag to be used as a source for the
operation as carried out by the corresponding functional
unit. This singular result tag from the operation field is then
compared simultaneously with all of the result tags carried
on the bypass data paths for a match. There may be only zero
or one match. The mux is constructed such that it has a select
control input for each bypass result location, where at most
only one select control input may be true at any time.

Furthermore, the tag match mux control circuits 405A,
405B are controlled by the current state of the tag valid
signal that is part of the result tag carried on the bypass data
paths. In generating the result tags, valid tags can be
incremented by the number of results arriving at any one
time. If the tag is not valid, then the tag is only made valid
when there is a valid result arriving and the value is
determined by the result within the operation (operations
may have multiple results) and the position of the operation
within the instruction. When the tag is valid, the overflow
determines whether the future tag value is valid or not. If
overflow, then set the tag valid to false, otherwise the tag
value stays true.

In another embodiment, a plurality of signals are associ-
ated with each possible valid result tag value. These signals
are the selected values of either a variable synchronous shift
register or computation circuit results. In this embodiment
each result selection circuit does not contain a set of tag
comparators for each selector input. Instead, the desired
operand tag is used to drive a binary addressed selector. The
advantage of this embodiment may be a reduced number of
wires carrying results to each result consuming circuit,
thereby decreasing selection circuit delay and possibly
reducing the space required for interconnect. The disadvan-
tage of this embodiment may be an increase in the circuit
delay required to generate the plurality of signals corre-
sponding to each possible valid result tag value.

There have been described and illustrated herein several
embodiments of a computer processor and corresponding
method of operations. While particular embodiments of the
invention have been described, it is not intended that the
invention be limited thereto, as it is intended that the
invention be as broad in scope as the art will allow and that
the specification be read likewise. For example, the micro-
architecture and memory organization of the CPU 101 as
described herein is for illustrative purposes only. A wide
variety of CPU microarchitectures can embody the improve-
ment and methods described herein, including microarchi-
tectures that employ in-order execution, microarchitectures
that employ out-of-order execution, superscalar microarchi-
tectures, VLIW microarchitectures, single-core microarchi-
tectures, multi-core microarchitectures, and combinations
thereof. In another example, the functionality of the CPU
101 as described herein can be embodied as a processor core
and multiple instances of the processor core can be fabri-
cated as part of a single integrated circuit (possibly along
with other structures). It will therefore be appreciated by
those skilled in the art that yet other modifications could be
made to the provided invention without deviating from its
spirit and scope as claimed.

What is claimed is:

1. A computer processor comprising:

a plurality of functional units that perform operations over

multiple machine cycles, wherein the operations pro-
duce result operands;
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circuitry that generates result tags dynamically according
to a number of result operands produced by the plu-
rality of functional units in a given machine cycle;

a bypass network that provides data paths for transfer of
result operands between the plurality of functional
units, wherein result tags and corresponding result
operands are broadcast together over the data paths of
the bypass network; and

a plurality of selector circuits associated with the plurality
of functional units, wherein each selector circuit is
configured to selectively route a result operand carried
on a given data path of the bypass network as an input
to an associated functional unit based on operation of a
result tag comparator that compares a result tag carried
on the given data path of the bypass network to a
dynamically selected result tag;

wherein the plurality of selector circuits is controlled by
tag valid signals that are part of the result tags gener-
ated dynamically according to the number of result
operands and carried on the data paths of the bypass
network.

2. A computer processor according to claim 1, wherein:

the dynamically selected result tag corresponds to the
result operand that is to be used as an input by the
associated functional unit.

3. A computer processor according to claim 1, wherein:

a tag valid signal of a particular result tag generated
dynamically according to the number of result operands
is based upon a corresponding result operand being
determined by an operation.

4. A computer processor according to claim 1, wherein:

a tag valid signal of a particular result tag generated
dynamically according to the number of result operands
is based upon position of an operation within an
instruction.

5. A computer processor according to claim 1, wherein:

a tag valid signal of a particular result tag generated
dynamically according to the number of result operands
is based upon an overflow condition.

6. A computer processor according to claim 1, wherein:

the result tags generated dynamically according to the
number of result operands are generated by increment-
ing result tag values in accordance with a number of
result operands generated in the current machine cycle.

7. A computer processor according to claim 1, wherein:

the result tags generated dynamically according to the
number of result operands are generated by an incre-
mentor circuit that is incremented by a number of result
operands generated in each machine cycle to provide an
initial value for operand result tags in a subsequent
machine cycle.

8. A computer processor according to claim 1, wherein:

the result tags generated dynamically according to the
number of result operands each have a value con-
strained by a maximum tag value.

9. A computer processor according to claim 1, wherein:

the result tags generated dynamically according to the
number of result operands are based on an ordering of
operations that produce the result operands in the given
machine cycle.

10. A computer processor according to claim 1, wherein:

the result tags generated dynamically according to the
number of result operands are based on latency of
operations that produce the result operands in the given
machine cycle.



